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  • transitivity of libraries, but not of includes
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- **Custom tool for environment manipulation**
  - Python script to prepare the environment from simple configuration
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  - produce same filesystem hierarchy as CMT
  - preserve CMT configuration files

- **Translation tool**
  - Python script to analyze and translate configurations
  - used only for the first translation

- **Migration plan**
  - Validate framework (Summer)
  - Migrate project by project (LHC shutdown)
  - Phase out CMT (still used in old versions)
From CMT to CMake

• Compatibility
  • produce same filesystem hierarchy as CMT
  • preserve CMT configuration files

• Translation tool
  • Python script to analyze and translate configurations
  • used only for the first translation

• Migration plan
  • Validate framework (Summer)
  • Migrate project by project (LHC shutdown)
  • Phase out CMT (still used in old versions)
From CMT to CMake

• Compatibility
  • produce same filesystem hierarchy as CMT
  • preserve CMT configuration files
• Translation tool
  • Python script to analyze and translate configurations
  • used only for the first translation
• Migration plan
  • Validate framework (Summer)
  • Migrate project by project (LHC shutdown)
  • Phase out CMT (still used in old versions)
From CMT to CMake (2)
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