INTRODUCTION

The LCG POOL project has recently moved his focus on the developments of storage back-ends based on Relational Databases. Following the requirements of the LHC experiments, POOL has developed a software package for the object persistency into Relational Tables. This paper will describe the main functionality of the package, explaining how the mechanism provided by POOL allows efficiently storing and retrieving arbitrary user objects.

MOTIVATION

The need of a relational back-end for the C++ object persistency has been expressed by the experiments since the early definition of the POOL project mandate. In this context, two main physics use cases have been identified, mainly related to the storage of condition, configuration and detector data.

The first use case concerns the storage of detector-related data. Typically, the experiment data models for event data involve complex hierarchal structures, described by more non-trivial object types. C++ objects of this type are conveniently stored in files, using ROOT I/O streaming mechanism. Conversely, a large category of this type are conveniently stored in files, using ROOT I/O streaming mechanism. Conversely, a large category of event data involves selection applied either on the payload data or on their associated metadata, which are hardly supported by persistency mechanism based on streaming to files.

For this reason, it appears appropriate to select a storage system capable to easily reflect the granularity of the data model, preserving explicitly the relationships between the various entities. Relational Databases are well suited for such requirements.

A second use case arises from the fact that configuration and detector control data are written by online processes directly to relational databases using native APIs or vendor-specific tools. Off-line reconstruction and analysis frameworks often require such data to be read in as service objects, which can be referenced by other reconstruction or analysis objects. An example would be a reconstructed event header pointing to objects holding information such as the beam luminosity or the detector layout corresponding to the
time that the actual physics event took place. A relational back-end for the POOL Storage Manager would have to handle existing relational data which have to be presented as user-defined software objects.

**ARCHITECTURE**

The POOL relational back-end comprises three main domains, as shown in Fig.2:

![Fig. 2. The components comprising the POOL relational back-end.](image)

- The Common Relational Abstraction Layer (CORAL), which defines a technologically neutral API for accessing and manipulating data and schemas in relational databases.
- The Object-Relational Access mapping mechanism, which is responsible for transforming C++ object definitions to relational structures and vice-versa.
- The Relational Storage Service, which is an adapter implementing the POOL Storage Service interfaces in terms of the CORAL and using the Object-Relational Access mapping mechanism.

**The Common Relational Abstraction Layer**

The CORAL [7] has been identified as the base domain for the whole relational back-end for several reasons: it is required in order to achieve vendor independence; it is useful in developing the relational components of POOL (File Catalogue, and Collections) and the ConditionsDB; and it is potentially useful in enabling user application access to relational data. Moreover, its introduction may address the problem of distributing data in RDBMS'es of different flavors.

The CORAL abstract interfaces are defined in the RelationalAccess package. Their technology-specific realizations are implemented following the SEAL component model [8] as plug-in libraries. This architecture reduces the code maintenance effort for the relational components and allows efficient bug tracing. In providing access to specific RDBMS technologies via plug-ins, the risk of binding to a particular RDBMS vendor is minimized. Furthermore it allows the usage of multiple technologies in parallel. Applications which access relational databases through the CORAL automatically become testing grounds for plug-ins of new RDBMS flavors.

**OBJECT STORAGE MECHANISM**

The second domain in the POOL relational back-end addresses the issues which emerge when a C++ class is to be mapped to a relational structure, and vice-versa.

In the relational world tables are broadly equivalent to classes in the object world: they define how data are laid out in memory. Rows in a table can be thought of as the equivalent of objects of a class because they hold data of a well defined layout.

The first fundamental difference between objects and rows is that the former exhibit identity by construction while the latter by default not. Identity is necessary to uniquely and unambiguously address an object in a program in order to access its data. It is also the basis of every association between objects. To solve the problem of missing identity it is required that rows which are to be represented as objects should be in tables which define a primary key or a unique index.

The second difference between objects and rows derives from the associations between two or more data sets. In the object world there are aggregations (associations realized as persistent references) and compositions. In the relational world the corresponding constructs are foreign key constraints.

Object associations have a well defined directionality and multiplicity. On the other hand a table schema alone cannot determine unambiguously the directionality and the multiplicity implied by a foreign key constraint. It is up to the mapping process to resolve these ambiguities.

To illustrate how the mapping works let us assume that a user would like to store objects of a simple C++ class which contains two simple members, and more complex vector member:

```cpp
class A {
    int i;
    float x;
};
class B {
    float y;
};
std::vector<B> b;
```

One of the possible mappings to a relational schema for this class is presented in Fig.3. The schema contains one table (T_A) for the top-level class A, and another one (T_B) to accommodate the values of the data member vector in b. The primary key (ID) in T_A serves the role of the object identity. In the table T_B a foreign key constraint is defined. There is also a special column to accommodate the values of the data member vector m_b. The primary key (ID) in T_A serves the role of the object identity. In the table T_B a foreign key constraint is defined. There is also a special column to accommodate the values of the data member vector m_b.
As mentioned above, a main requirement of the POOL Relational Storage Service is the capability to read data stored in pre-existing relational tables as C++ object of user-defined classes.

As explained in the previous paragraph, the mapping between the user C++ classes and the relational entities (tables and columns) can be defined according to the user needs, with the help of an XML driver file. In this way, each class attribute can be associated to a column of the existing tables.

The POOL storage also requires a few additional tables, which are necessary to store the header data for the POOL containers and other special metadata. To construct these tables and fill them with the necessary data, the POOL API delivers a dedicated command line tool.

The tool requires as input an XML driver file where the user defines the POOL Containers to be associated to the C++ classes involved, for which a mapping to the relational tables has been previously defined (Fig.4).

**SUMMARY**

The LCG POOL project provides a software framework for the persistency of the LHC experiment data.

A new relational back-end for the POOL Storage Manager has been implemented based on the CORAL package, with the double purpose of storing data described as user-defined objects in relational table, or conversely presenting data already stored in relational table as objects. These functionalities are addressing two use cases not yet satisfied by the previous POOL components, such as the handling and management of Condition data and Detector online data.

The future POOL developments will be focused on tuning and improving the performance of data access, reducing the penalty introduced by the additional layers of the framework - CORAL in particular - and optimizing the internal procedures for the data presentation as objects. Furthermore, the requests of the LHC experiments, necessitating changes in the existing code or implementation of new features, will be followed up in the POOL project plans.

Fig. 4. The creation of a POOL database from existing Relational tables.

**OBJECT-BASED READING OF PRE-EXISTING TABLES**

An alternative way to store set of objects in arrays as a whole is to stream the elements in a single binary entity, which is stored a Binary Large Object (BLOB) into the relational database.

The ObjectRelationalAccess package of POOL provides the software for generating mappings for a given class. It allows a user to prepare the relational schema by creating or altering the relevant tables. While there are default rules for generating mappings, a user can override them. This would be the case if, for example, one would like to generate object-relational mappings for existing data. POOL provides a tool which uses an XML file to steer mapping generation; the non-default rules are specified using an XML schema. The storage method for arrays can be also selectively defined among the C++ types involved in the application, using the XML driver file.

The generated mapping is a hierarchical structure of elements describing the C++ types and names of the data members as well as the names of the associated columns and tables. The mapping hierarchy is versioned and can be stored in the database in three hidden tables.

Object storage and retrieval is performed using ROOT Reflection [9] information for the C++ class of interest, and the corresponding mapping element for this class. The version of the mapping ensures that simple schema evolution cases are handled automatically.

A POOL container of objects simply records primary key values, and the mapping versions corresponding to an object whose data members are written to the relational tables. The POOL RelationalStorageService component, which will be released this year, will ensure that full object I/O can be performed through the POOL framework in an identical -to the user- way with the existing object streaming to ROOT files.
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